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Abstract

We present a novel method for tracking the movement of people or ve-
hicles in open outdoor environments using sensor networks. Unlike other
sensor network-based methods, which depend on determining distance to
the target or the angle of arrival of the signal, our cooperative tracking
approach requires only that a sensor be able to determine if an object is
somewhere within the maximum detection range of the sensor. We pro-
pose cooperative tracking as a method for tracking moving objects and ex-
trapolating their paths in the short term. By combining data from neigh-
boring sensors, this approach enables tracking with a resolution higher
than that of the individual sensors being used. We employ statistical
estimation and approximation techniques to further increase the track-
ing precision, and to enable the system to exploit the tradeoff between
accuracy and timeliness of the results. We analyze the behavior of the co-
operative tracking algorithm through simulation, focusing on the effects
of approximation techniques on the quality of estimates achieved. This
work focuses on acoustic tracking, however the presented methodology is
applicable to any sensing modality where the sensing range is relatively
uniform.

1 Introduction

Recent developments in wireless network technology and the advent of small,
inexpensive microprocessors have led to the emergence of networked embedded
systems as a new kind of computing platform. By joining a multitude of em-
bedded processors in a network, this platform enables the development of novel
applications. Wireless sensor networks [11] are networked embedded systems in
which nodes are equipped with sensors. The idea of using a network of “smart”
sensors is attractive for a number of reasons:

e embedded processors are relatively cheap and have a small physical size



e networks of smart sensors may potentially scale to many thousands of
nodes and thus cover a wide geographical area

e the networks may tolerate failures of individual sensor nodes

e because they use wireless communication and self-organizing ad hoc net-
working, deploying wireless sensor networks may be as easy as placing the
nodes in the area of interest

Tracking, which involves identifying an object by its particular sensor signa-
ture and determining its path over a period of time, is one of the applications
that can benefit from exploiting these characteristics of sensor networks. The
inherent parallelism of distributed sensors makes it possible to track multiple
objects simultaneously, while the relatively low cost and ease of deployment
enable the use of sensor network-based tracking systems in remote or inacces-
sible locations, and when they need to be deployed on short notice. Situations
where such conditions occur, and sensor network-based tracking systems can be
most beneficial, include tracking rescue workers in emergency operations, mili-
tary targets for reconnaissance, and monitoring traffic in future transportation
systems such as intelligent highways [4].

On the other hand, there are a number of difficulties in using networks of
embedded processors. The sensor nodes are subject to strong resource con-
straints, such as slow processors, small memory sizes, short battery life and a
low-bandwidth, unreliable network connection. The requirement of low power
consumption places additional limits on the use of these resources. Combined
with timeliness requirements for most sensor data and a dynamic network topol-
ogy, these constraints create an environment unsuitable for many traditional
distributed algorithms. Algorithms for wireless sensor networks must have low
communication overhead, rely as much as possible on local information, adapt
to failures and changes in network conditions, and produce results in a timely
fashion.

We propose cooperative tracking as a solution for tracking objects using sen-
sor networks, and show that cooperative tracking may achieve a high degree of
precision while meeting the above-mentioned constraints of networked embed-
ded systems. Our approach uses distributed sensing to identify an object and
determine its approximate position, and local coordination and processing of
sensor data to further refine the position estimate. The salient characteristics
of the cooperative tracking approach are that it achieves resolution that is finer
than that of the individual sensors being used and that it provides early esti-
mates of the object’s position and velocity. Thus cooperative tracking is useful
for short-term extrapolation of the object’s path.

This paper considers an acoustic tracking system for wireless sensor networks
as a practical application of the cooperative tracking methodology. Acoustic
tracking relies on a network of microphone-equipped sensor nodes to track an
object by its characteristic “acoustic signature.” We provide results of simu-
lations that show the high degree of precision and scalability achieved by the



algorithm. We also present a small-scale prototype implementation to demon-
strate feasibility of the approach and validate the assumptions of the simulation.

The remainder of this paper is organized as follows. We describe the co-
operative tracking problem and our approach to solving it in Section 2. In
Section 3 we discuss our simulation results, while Section 4 talks about the pro-
totype implementation of the cooperative acoustic tracking system and presents
some experimental results. Section 5 presents an overview of related work, and
Section 6 concludes the paper.

2 Cooperative Acoustic Tracking

We define the tracking problem in the context of sensor networks by specifying
a model for the sensor network and for the objects being tracked. We then
present our cooperative tracking algorithm for acoustic sensing.

2.1 Model

In the real world, objects can move arbitrarily, i.e. possibly changing speed
and direction at any time. The representation of such arbitrary paths may be
cumbersome, and unnecessarily complex for the purpose of tracking the object’s
path with a reasonable degree of precision. Instead, an approximation of the
path can be considered. We use piecewise linear approrimation to represent the
path of the tracked object. Although the object itself may move arbitrarily, we
consider its path as a sequence of line segments along which the object moves
with a constant speed. The degree to which the actual path diverges from its
representation depends on several factors, including speed and turning radius of
the object itself. For vehicles such as cars driving along highways the difference
is quite small, whereas for a person walking a curved route with tight turns it
may be significant. In either case, accuracy can be improved by increasing the
resolution of the sensor network, either through increasing sensor density or by
other means.

Thus the model of the sensor network is as important for tracking as is the
model of the tracked object. A sensor network consists of a number of sensor
nodes placed in the area of interest. We assume that the sensors are randomly
placed in the environment with uniform distribution. Each node is equipped
with a sensor (in the case of acoustic tracking, a microphone) and a radio for
communication with nearby nodes. Since these embedded systems are designed
to be small and cheap, the sensors they are equipped with are unlikely to be
very sophisticated. Traditionally, tracking relies on sensors that are long range
and can detect the direction of an object and the distance to it. This is not the
case with sensor networks: the microphones used for acoustic tracking are likely
to be short range, non-directional and poorly suited for detecting the distance
to the sound source. For the purposes of this paper, we assume that only binary
(on-off) detection can be used. It is possible to generalize this analysis if multi-
level detection is feasible. Moreover, without proper calibration the detection



Figure 1: Model of a sensor. For nominal sensing range R, the object is always
detected when it is R — e away or closer, never detected beyond R + e, and has
a non-negative chance of detection between R — e and R + e.

range may be neither uniform nor exact. Figure 1 shows the model of a sensor
considered in this paper. Given a sensor with a nominal (non-calibrated) range
R, the object will always be detected if it is distance R — e or less away from the
sensor, detected some of the time between R — e and R + e, and never detected
beyond that range. We found that setting e = 0.1R comes fairly close to the
actual behavior of the sensors used in our experiments.

To track an object, it must be identified and its presence detected. For
acoustic tracking, objects are identified based on their acoustic signature, which
is a characteristic sound pattern or a set of frequencies unique to that object.
For simplicity, we assume the object emits sound of a frequency not present in
the environment, so there are no false positives. However, our results are fairly
robust with respect to intermittent detection (false negatives) during the period
of observations.

It is worth noting that the sensor model is generic enough to encompass
other sensing modalities beyond acoustic. All that is required is a sensor with
a relatively uniform range, as defined above, which is capable of differentiating
the target from the environment. Magnetometer, a device that detects changes
in magnetic fields, is one such sensor.

2.2 Algorithm

The simplest distributed tracking algorithm entails simply recording the times
when each sensor detects the object and then performing line fitting on the
resulting set of points. While simple, this approach is not very precise: it can
only track the object with a resolution of the sensor range R. Moreover, if



a sensor detects the object more than once as it moves through the sensor’s
detection range, that information is lost.

The position of a stationary object, or a moving object for that matter,
which is determined using this method is not very precise and depends heavily
on the number, the detection range and precision of sensors that detect the
sound. Instead of looking at a single position measurement, we are interested
in the path of a moving object, which is a sequence of positions over a period
of time. Combining a large number of somewhat imprecise position estimates
distributed over space and time may yield surprisingly accurate results. Coop-
erative tracking addresses the problem of high-resolution tracking using sensor
networks. It improves accuracy by combining information from neighboring
sensors. The only requirement for cooperative tracking to be used is that the
density of sensor nodes must be high enough for the sensing ranges of several
sensors to overlap. When the object of interest enters the region where multiple
sensors can detect it, its position can be pinned down with a higher degree of
accuracy, since the intersection area is smaller than the detection area of a single
node. The outline of a generic cooperative tracking algorithm is as follows:

1. Each node records the duration for which the object is in its range.
2. Neighboring nodes exchange these times and their locations.

3. For each point in time, the object’s estimated position is computed as a
weighted average of the detecting nodes’ locations.

4. A line fitting algorithm is run on the resulting set of points.

Several of these steps require careful consideration. First, the algorithm
implicitly assumes that the nodes’ clocks are synchronized, and that the nodes
know their locations. Discussion of time synchronization and localization in
sensor networks is beyond the scope of this paper, however we give references
to related work on these problems in Section 5. Second, we obtain a position
reading by a weighted average of the locations of the nodes that detected the
sound at a given instant, but the exact weighting scheme is not specified. This
is an important issue, as selecting an appropriate scheme will improve accuracy,
while a poor choice might be detrimental to it.

The simplest choice is to assign equal weights to all sensors’ readings. This
effectively puts the estimate of the object’s position at the centroid of the poly-
gon with sensors acting as vertices. This is a safe choice, and intuitively it
should be more accurate than non-cooperative tracking. However it is possible
to do even better. Consider Figure 2: sensors that are closer to the path of the
target will stay in sensor range for a longer duration. Thus to increase accuracy,
the weight of a sensor’s reading should be proportional to some function of the
duration for which the target has been in range of that sensor. We use simula-
tion to evaluate several weighting schemes for cooperative tracking. Simulation
results are presented in Section 3.

Once the individual position estimates are computed, the final step of the
line fitting algorithm can begin. We use least squares regression to find the
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Figure 2: If the object’s speed is constant, detection time is directly proportional
to path segment d and inversely proportional to distance r from the sensor to
object’s trajectory.

equation of the line. It is interesting to note that the duration-based weighting
scheme for position estimates moves the points closer to the actual path, thus
reducing variance in the least squares computation. Also important is the fact
that the multi-step approach enables early estimates of the path to be computed,
so that continuous refinement is possible as more data points become available.
The resulting equation of the line extrapolates the path of the object until it
changes course sharply. This information may be used by the system, e.g. for
asynchronous wakeup of nodes likely to be in its path.

2.3 Data Aggregation

The final step of the algorithm involves performing a line fitting computation
on the set of all the position estimates (or some subset of them). Unlike posi-
tion estimates, which can be performed in a distributed manner with only local
communication, this necessitates collecting sensor readings from many sensor
nodes at a centralized location for processing. This process is called data aggre-
gation, and it is present in one form or another in virtually all sensor network
applications. The main concerns for data aggregation are timeliness and re-
source usage. Timeliness, with respect to sensor data, is critical to real-time
monitoring and control applications where stale data is useless or even detri-
mental. Resources, in particular network bandwidth and message buffers, are
quite scarce in networked embedded systems. Low bandwidth of small wireless
transmitters and the potential for contention with other messages drastically
limit the amount of data that can pass through the network.

We assume that some nodes in the sensor network are gateways — nodes
connected to outside networks such as the Internet. To process the data from



the sensor network, it needs to be sent through one of these gateway nodes
to the more powerful computers connected to the outside network. To do this
efficiently, we construct a tree rooted at each gateway and spanning the entire
network. Each sensor node in the tree collects data from its children and sends
it up the tree to either the closest or the least busy gateway. This scheme
addresses the conflicting requirements of low bandwidth usage and timeliness of
data: a near-shortest path is always taken, unless its links are overloaded. We
assume that the outside network is low latency and high bandwidth, so it does
not matter to which gateway the data is sent. More efficient data aggregation
methods are a subject for future work.

3 Simulation

We implemented a simulator for a cooperative acoustic tracking system in order
to examine the different weighting schemes for improving the accuracy of the
estimates, as well as to evaluate the effects of parameters such as density on the
accuracy of cooperative tracking. Likewise, we wanted to test whether the data
aggregation method described in Section 2.3 scales well as the number of nodes
increases. We simulate a 100-node sensor network with a single mobile object,
both behaving according to the model of Section 2.1.

The object moves through the sensor network in a straight line at a constant
speed of 1 R/s. The network density is 1node/R?, and the nominal range for
all sensors is R = 1.2m. The actual sensor range varies from 0.9 R to 1.1 R
according to an abridged Gaussian distribution. Since we express the main
parameters, object’s speed and sensor density, in terms of the sensor radius R,
the results can be generalized to tracking objects traveling at a different speed
by increasing density accordingly.

3.1 Results

The first metric we consider is estimation error, measured a percentage difference
between the measured and the actual slope, with 180° error equivalent to 100%.
The main source of error in this case is the approximation of the object’s position
based on the positions of the sensors that detect it, thus different weighting
schemes should have a direct effect on the magnitude of the error.

Figure 3 shows the results of the simulation with three different weighting
schemes for the object’s position estimates. The baseline method assigns equal
weights to all sensors when computing the position estimate. This is equivalent
to placing the estimate at the centroid of the polygon formed by the detecting
sensors. It yields the least accurate results. The other two schemes exploit the
fact that if the sensor lies close to the path of the object, the detection period
will be longer.

The second scheme involves assigning sensor weights that are inversely pro-
portional to the estimated perpendicular distance to the path of the object. The
following formula is used to compute the weight for sensor i:



40%

| —— Equal Weight
5% L R Frapartional Weight
0% 4 o, e DG ANTHMIC YWeight

25% A
20% A
15% -
10%
5% 1 ) .

Errar

Distance Traveled (R)

Figure 3: Estimation error under the three weighting schemes. Error is mea-
sured as a percentage difference between the measured and the actual slope
(100% is 180°), while Distance Traveled is in units normalized to sensor range
R.
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Figure 4: Weight is assigned to sensor readings based on the computation of r,
the perpendicular distance from the sensor to the path of the tracked object.
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Here r is the sensor radius, v is the estimated speed of the object, ¢; is the
duration of object detection, and f is the sensor sampling frequency. Some-
what unsightly, the formula is simply the geometrically-derived expression for
the perpendicular distance from the sensor to the secant that corresponds to
the estimated path (Figure 4). In the special case where this distance (the de-
nominator) is zero, a very large positive weight is assigned to the sensor since
it is known to be directly on the path of the object. This scheme outperforms
the baseline case, with the magnitude of the error reduced 2-7 times after the
position estimates have stabilized. It does, however, depend on the availability
of an estimate of the tracked object’s speed. The approximate speed can be
computed using the same (time, location) tuples used for determining the path,
although it is much less sensitive to error.

The third scheme is heuristic; it assigns weights to sensors using the formula
w; = In(1+t¢;), where ¢; is the duration for which the sensor has heard the object.
This weight, derived empirically, biases the least squares regression to favor the
nodes that are closer to the actual path of the object. This reduces the effect of
errors and imprecision of sensors far from the path. Our intuition is supported by
the results, as the error is consistently less than in the unweighted scheme after
the readings stabilize. Based on the same principle as the proportional weight
method, the logarithmic weight method does not rely on estimating the speed
of the object. This reduces the amount of inter-node communication needed to
come up with a position estimate; however it cannot match the performance of
the proportional weight scheme.

3.2 Discussion

Despite the good performance, the proportional weight scheme is still pessimistic
in one sense. When a sensor first detects a signal, it is given low weight because
it assumes that the path through its sensor range is along a short secant, even
if the path lies directly along the diameter. This problem can be partially
addressed by retroactively increasing the weights on previous readings once the
object has been in range for a longer duration. This can improve the final
estimate, but this method still has the problem of assigning too much weight to
old readings and too little weight to new ones. This is especially significant for
piecewise linear path estimation, where older readings, before the object made
a sharp turn, may be much less accurate than the new ones.

Estimation accuracy can be improved by exploiting the earlier estimates of
the path to more accurately predict the distance that the object will travel
through the field of view of the sensor, and thus how much weight is assigned
to these readings. If the estimates are fairly accurate, the path estimates will
converge faster. On the other hand, if the estimates are inaccurate the qual-
ity of further estimates may be degraded. If we can assign confidence values
to intermediate estimates, these values can be used to determine if using the
estimate over the original weighting scheme is beneficial.

Another approach that may decrease estimation error involves weighting sen-
sor readings proportionally to the size of area in which the object may be located.



This potential area is the intersection of the sensing fields of all sensors that de-
tect a object, thus more simultaneous readings from geographically-distributed
sensors result in a smaller area and thus better accuracy. The computation of
potential areas is significantly more CPU-intensive than the current weighting
scheme and may be inappropriate for sensor networks, but computation could
be done off-line or on-line on a more powerful computer connected to the net-
work. Determining whether this is feasible or worthwhile is part of our future
work.

4 Experiments

We now describe the implementation of a prototype cooperative acoustic track-
ing system. The goal is to demonstrate the feasibility of the approach through
experimental data, and to act as a reality check for the simulations. We first de-
scribe the system and then present the results of several experiments conducted
on it.

4.1 Sensor Hardware

We implemented the acoustic tracking system on a network of Mica motes.
A mote (Figure 5) is a prototype networked sensor platform. Its principal
hardware characteristics include an 8-bit Atmel processor running at 4 MHz, 8
KB of program memory, 512 bytes of RAM and a single-channel 916 MHz RF
transceiver capable of providing 19.2 Kbps of raw bandwidth. Two AA batteries
act as the power source. A sensor board featuring a variety of sensors, as well
as a microphone and a beeper, can be attached to the mote. The power (and
hence the range) of the RF transceiver and the microphone can be controlled
by the application via a potentiometer setting. The TinyOS 0.6.1 operating
system [3] provides the application programmer interface to the hardware. A
small, event-driven operating system developed specifically for networked sen-
sors, TinyOS is lightweight but sufficiently powerful to provide a foundation for
building intelligent sensor applications.

4.2 Cooperative Acoustic Tracking

The wireless sensor network for acoustic tracking is made up of 16 motes, laid
out in a regular 4 x 4 grid. The sensor nodes are placed 0.3m apart, and
the reliable detection range of the microphone with the given gain setting is
R = 0.5m. To simulate a localization service, each mote is preprogrammed
with its physical coordinates. Another mote is used as the mobile target. The
beeper on this mote’s sensor board is set to emit a constant tone detectable by
the sensor grid. The target mote moves linearly through the wireless sensor grid
at a constant speed of 0.2m/s = 0.4 R/s. It should be noted that the RF signal
range, microphone power and the speed of the target are significantly reduced
for the purposes of the laboratory experiment. The same setup can cover a wider
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Figure 5: The Mica mote processor board. A sensor board featuring a micro-
phone and a variety of other sensors can be attached, turning the mote into a
wireless sensor platform.

area and track faster moving targets. We use the logarithmic weighting scheme
for computing position estimates, since it is more efficient than the unweighted
case, yet does not require an estimate of the velocity of the object a priori.

Eg’,a Tracking

Figure 6: Tracking display. Circles represent sensors, dots are position esti-
mates, the line is the object’s estimated path, and “x marks the spot” of the
object’s current position.
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4.3 Results

Experiments on the acoustic tracking system described above were conducted
to study the accuracy of our cooperative tracking algorithm under real-world
conditions and to assess the effectiveness of the data aggregation scheme at
reducing congestion in the network.

Tracking Accuracy
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Figure 7: Accuracy of cooperative acoustic tracking. Error is measured as the
percentage difference between the measured and the actual slope (100% is 180°),
while Distance Traveled is in units normalized to sensor range R.

The principal metrics for the performance of a tracking application are how
close the computed path is to the measured phenomenon, and how quickly the
result becomes available. The angle between the computed and the measured
slopes is again taken as the measure of quality of approximation. Figure 7
presents results of this experiment. Several characteristics of the graph are worth
noting. First, it is encouraging that even with an imprecise target positioning
method and a very limited number of sensors (at most 4 in a straight line) the
magnitude of the error falls below 5% within seconds of initial detection. While
the error is still greater than simulation results show, the difference is relatively
small and may be due to the smaller scale of the experiment.

Also, the general shape of the curve is consistent with the simulation results.
The two most significant differences are time — in simulation we did not consider
warm-up time and network propagation delays — and sharp changes in the
magnitude of the error, which can be attributed in part to the small number of
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sensors and their arrangement on a grid during the experiment. These results
confirm that the model used in the simulation, both for the moving object and
the sensors, is consistent with reality. This is significant as an indicator that the
relatively simple model of the sensor’s detection field can be used in analysis
and simulations in the future.

The speed with which accurate tracking is achieved is also significant. Al-
though it is greatly affected by factors such as movement speed and inter-sensor
separation distance, which were not varied in this experiment, it is still an
important metric to consider when evaluating the usefulness of a tracking ap-
plication. For example, the data collected 2-3 seconds after initial detection
can be used to reduce network power consumption by powering down nodes
that are far from the path of the object (the first few seconds are taken up by
the setup phase, during which time no data is collected). Another feature of
this algorithm is demonstrated by the gradual increase in accuracy as more and
more data is collected and processed. This confirms our hypothesis that the
accuracy of estimation can be directly controlled by varying the amount of data
collected. This is an important tradeoff for designing time-critical systems that
may need to sacrifice accuracy for timeliness.

Network Congestion Control

We also considered the impact of several techniques used to reduce congestion
and increase throughput of the multi-hop wireless network. By far the most
effective method of reducing interference caused by collisions, which is a sig-
nificant cause of packet loss and corruption, is controlling the amount of data
being sent out. By aggregating data and transmitting less frequently we were
able to reduce packet loss in the network by 23%. Besides the dramatic reduc-
tion in packet loss, reducing the number of messages transmitted also reduces
power consumption. We have not explicitly examined power consumption in
this study, but prior research indicates that an active RF transmitter is a ma-
jor source of power drain [13]. Although the effect of reducing the number of
messages is obviously application-specific, these numbers emphasize the impor-
tance of careful application design with respect to the amount of data being
exchanged and of the data aggregation methods employed.

5 Related Work

We base our assumptions about the capabilities of networked sensors on the
Mica mote hardware and the TinyOS software [3]. This customizable open
platform enables development and testing of sensor networks applications in
the real-world conditions. One of the drawbacks of the development version of
TinyOS used in our implementation is a poor MAC layer protocol, which leads
to many dropped packets due to collisions. S-MAC, an alternate implementa-
tion, promises better performance as well as reduced power consumption [13].
Multi-hop routing is another service used implicitly by our tracking system.
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Several routing algorithms for ad hoc wireless networks have been developed,
e.g. DSDV [10] and AODV [9]. In the case of sensor networks, the nodes’ knowl-
edge of their locations may also be used to assist with routing, which tends to
reduce overhead [5]. The problem of determining these locations without prior
knowledge is addressed in [1, 12, 8]. Localization, as this process is called,
is currently an active research area. Time synchronization is another service
needed by cooperative tracking. While time synchronization research in tradi-
tional distributed systems focused to a large extent on fault tolerance (e.g [6]),
recent research addressed the problems of precision and performance in time
synchronization specifically for sensor networks [2]. Finally, data aggregation is
an important component of many sensor network applications, including coop-
erative tracking. A simple but efficient data aggregation scheme was presented
in Section 2.3. A more general and more powerful aggregation service for sensor
networks is described in [7].

6 Conclusion

We developed the cooperative tracking method for using sensor networks to
track mobile objects. This method achieves resolution finer than that of the
sensors being used due to cooperative sensor data processing and a heuristic
position estimation algorithm. Continuously refining path estimates as new data
comes in, cooperative tracking also makes early results available very quickly for
time-critical applications, while constantly improving the accuracy of the path
estimates. A prototype implementation of the cooperative acoustic tracking
system confirms the feasibility of this approach.

A lot of work remains for the refinement of the cooperative tracking algo-
rithm. Heuristic position estimation can be further improved by considering
the area where the node is among the criteria for assigning weight to sensor
readings, and a deeper analysis of the measurement uncertainties needs to be
performed. Perhaps even more importantly, there is a lot of room for improve-
ment in sensor network infrastructure: services like data aggregation, routing
and localization. As these services mature, cooperative tracking and other sen-
sor network applications will be able to better utilize the available resources,
further improving the quality of the results.
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